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I. EXECUTIVE SUMMARY 

Applications present on mobile phones can manage data such as photos, emails or 
calendar, can access certain data generated by integrated sensors in the device or 
connected to it, such as geo-localisation of the user’s vital signs and certain identifiers 
used by the hardware, operating system, services and other applications, what is called 
the device's digital signature (see the study Fingerprint or Digital Device Fingerprint 
published by the AEPD). These personal data may be processed internally by the 
applications, although they may also be communicated internally to other applications 
within the same device or to external entities (e.g. a data analysis server).  

The versatility of data, processing and the potential of data communications in the 
Android model elevates the potential risk of illegitimate exploitation of personal data 
by third parties. 

The Data Controller for processing carried out by a mobile application is obliged to 
inform the user through privacy policies, notifications or descriptions published in app 
stores, and the effective implementation of the service must comply with the limits of 
this information, of the legitimacy of the processing and general GDPR guarantees. The 
reality is that the Data Controller for the processing of the data of an app is not always 
the direct and exclusive developer of same, but based on third party libraries, 
subcontracting or agreements and/or the execution of the third party environment, 
which is why there is a potential loss of control over the implementation of said 
processing and an increase in complexity to approach the aforementioned 
requirements for compliance with data protection. 

The developers of mobile applications, the managers who subcontract development, 
distributors or repositories of apps are obliged to ensure that the apps they make 
available to users are in line with privacy policies and advertising services with 
adequate guarantees. That means applying the principle of Accountability through the 
application of Default Privacy measures minimising the processing of data, the 
extension thereof, retention and accessibility and measures of Privacy in Design, 
selecting those components that most respect privacy. 

In order to meet these obligations, this document offers a study of the existing 
techniques for the analysis of personal information in mobile applications that are 
executed in Android operated devices. First, we look at the execution environment of 
these applications, their fundamental components, the different actors involved in 
processing the data and a brief description of the data lifer cycle. We then turn to the 
principal techniques and tools used for analysis of personal information flows and 
describe them. These include static analysis of code, analysis of execution and 
communication analysis. 

https://www.aepd.es/media/estudios/estudio-fingerprinting-huella-digital.pdf
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II. INTRODUCTION 

OBJECTIVES AND SCOPE  

This study is conducted within a framework of collaboration between the 
Universidad Politécnica de Madrid (UPM) and the Spanish Data Protection Agency 
(AEPD), with the scope to identify the existing techniques and tools to detect personal 
data flows in software for mobile devices. 

The objectives of the study are particularly focussed on: 

• Defining the context and conceptual framework of the detection of the 
personal data communications in applications executed on an Android 
operating system.  

• Demonstrating the elevated risk in the mobile application environment of 
leaks of personal data and the need to carry out an evaluation of data flows 
that takes into account the life cycle of this information and allow for the 
possible impact assessment of said data flow to be carried out in relation to 
privacy and people's right to data protection. 

• Studying the existing techniques for the detection and analysis of personal 
information flows in Android Applications. 

This document is the first outcome produced by this UPM-AEPD collaboration. 
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III. PRIVACY AND PERSONAL DATA PROTECTION IN ANDROID 

APPLICATIONS 

ANDROID APPLICATION ENVIRONMENT 

This section presents the principal elements and actors of the Android applications 
environment, locating them in the context of the privacy and protection of personal 
data.  

Figure 1 describes the relationship between those elements and actors. 

 

 

Figure 1. Android Ecosystem 

Developers of Android applications primarily use Java as their programming 
language. To facilitate development, Android provides a set of software libraries 
(Android Framework) which contains the basic components for building applications 
and software interfaces (APIs - Application Programming Interfaces) for accessing the 
services of the operating systems (e.g. Bluetooth administration service) and the data 
generated by certain resources of the device (e.g. sensor data). Moreover, a large 
number of applications also use third party libraries with different purposes, like adding 
functionalities or monetizing their applications (e.g. libraries for personalised 
announcements). 
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Android Framework libraries contain four basic components for building 
applications1: 

• Activities: represent the user interfaces (e.g. an interface to send an email). 

• Services: allow for the execution of prolonged tasks or remote connections on 
background (e.g. a service for downloading files). 

• Content providers: manages data persistently stored(e.g. a supplier of 
content administers the creation, reading, modification and elimination of 
registers in an internal database of the device). 

• Broadcast receiver: allow messages sent by the system or other applications 
(e.g. receive notification that a downloaded has ended). Two applications can 
communicate between them (IPC - Inter Process Communication) through 
what are known as “intents”. For example, a health and wellness application 
can transmit a message to another application such as a social media site 
that the user has run 10km in 30 minutes.  

Once the development of the application is complete, these are compiled obtaining 
a code in DEX (Dalvik Executable) format and compressed along with other resources 
necessary for the execution of the APKs (Android Packages). The APKs are published in 
the official Google Play store2 or third party stores such as Uptodown3 or APK Pure4. 

Mobile phones are a source of personal data, given they are used by the user to carry 
out their daily activities. The applications can manage data that are personal by nature 
(e.g. photos, audio notes, emails, diary entries and lists of contact of a user) but are also 
capable of accessing certain data generated by internal (e.g. geo-localisation5, 
application use logs) or external (e.g. pulse obtained using a pulse monitor) 
resources/sensors. Added to this is the fact that the hardware, operating system, 
services and applications internally use global identifiers that are capable of identifying 
(and tracking) the users of the devices. The General Data Protection Regulation (GDPR)6 
defines personal data as “any information concerning an identified or identifiable 
natural person” (“the data subject”), therefore, the mobile applications that collect and 
process the aforementioned data must comply with the requirements set out in this 
regulation.  

The appropriate processing7 of personal data requires clear definition of the main 
roles involved and their responsibilities. The GDPR contains the following definitions:  

                                                 
1 https://developer.android.com/guide/components/fundamentals?hl=es-419  

2 https://play.google.com/store/apps?hl=en  

3 https://uptodown-android.uptodown.com/android  

4 https://apkpure.com/es/apkpure-app.html  

5 Not only the geo-localisation obtained from GPS but also inferred from other data such as WiFi network 

identifiers (SSID). 

6 https://eur-lex.europa.eu/legal-content/ES/TXT/HTML/?uri=CELEX:32016R0679&from=EN  

7 In accordance with the GDPR processing refers to any operation or set of operations using personal data 

(e.g. Collection, use, dissemination, storage and erasure). 

https://developer.android.com/guide/components/fundamentals?hl=es-419
https://play.google.com/store/apps?hl=en
https://uptodown-android.uptodown.com/android
https://apkpure.com/es/apkpure-app.html
https://eur-lex.europa.eu/legal-content/ES/TXT/HTML/?uri=CELEX:32016R0679&from=EN
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• Data subject: identified or identifiable natural person whose data are subject 
to processing, and generally also the user of the device. 

• Data Controller: the person or entity that determines the purposes of the 
processing of personal data and who must ensure that data protection 
requirements are met even when delegating a particular processing task to 
an external entity with previously defined purposes.  

• Data processor: person or entity that processes personal data by delegation 
of the Data Controller and following said Controller’s terms and conditions. 

In the mobile ecosystem, the user of the device is the data subject and, at the same 
time, the user of applications with a purpose that should be in line with the purpose or 
purposes set by the Data Controller. The supplier of services may be the Data Controller 
if it is the one that determines the purpose, or may be the Data Processor if it only 
processes data when contracted to do so by the Data Controller. For example, in a 
music streaming app, the user of the app is the data subject, the organisation that 
operates the application is the data controller and the data processor is the provider of 
the cloud services where the data controller hosts their services. 

  PERSONAL DATA LIFE-CYCLE IN ANDROID APPLICATIONS 

The phases of the life-cycle of personal information are defined generalising the 
components of an application like in all relations with external elements. The 
application is comprised of all the Android components that have been defined in a file 
(MANIFEST.xml) which includes the APK. This clarification is essential as, for example, a 
transmitter/diffuser will take place only if certain personal data have been sent outside 
the own components of the application being assessed. Figure 2 Illustrates the phases 
of the life cycle of personal data in an Android application, including: 

• Collection: a component of the application receives or accesses personal data 
sources outside the domain of the application. Access to the majority 
(although not all) of the resources/data must be declared in the 
MANIFEST.xml file, requiring the user’s prior acceptance8. Among the 
potential sources of personal data are the following:  

o The user: Users provide personal information directly to applications 
through forms. Some applications use registration forms to request, 
for example, name, address, telephone, and other personal 
information from users.  

o Sensors: Mobile devices incorporate or may opperate, using different 
sensors (e.g. GPS, camera, microphone, WiFi, sensors for health and 
physical health, etc.) that generate a considerable quantity of personal 
data (e.g. geo-localisation, photos and personal audio notes, 
temperature, heart rate, etc.) which applications can access.  

o Applications: The personal data belonging to other applications on the 
device constitute another source of information that can be accessed 

                                                 
8 On versions of Android prior to Android 6.0 Marshmallow (version 23 of the Android API) all the 

permissions required by an application were requested upon installation and were granted/denied as a block. 

From Android 6.0 on, each permission was requested individually when the app attempted to access the 

resource. 
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by an application through mechanisms of communication between 
processes (e.g. through intents).    

o Environment: Mobile devices store identifiers, metadata, logs of use of 
the applications (e.g. frequency of use, time, type of applications, etc.) 
or their configurations (e.g. configurations or WiFi networks) that can 
be accessed by the applications. 

• Use: a component of the application will process certain personal data. For 
example, the geo-localisation data originally represented by latitude and 
longitude can be mapped to the “city” by said latitude and longitude. This 
transformation is done through code in the application, with no need to 
transfer data. 

• Transmission/diffusion: a component of the application sends certain 
personal data outside the application. For example, the geo-localisation data 
is sent to another application (even within the same device), the server of the 
provider for storage, or a third-party server for storage.  

• Storage: the application persistently stores certain personal data in storage 
formats that are accessible through the application’s Content Providers. The 
application has full control of the data stored and may maintain a private 
space accessible only through the application or may make them available to 
other applications.   

• Erasure: the application erases certain personal through the application’s 
Content Providers.  

This study focuses on the collection and dissemination of personal data, in particular 
to highlight information flows towards entities external to the application itself. 

 

 

 

Figure 2. Life cycle of personal data 

DECLARATION OF PRIVACY ON ANDROID APPLICATIONS  

In the mobile ecosystem different channels have been used to inform the different 
actors with respect to the processing of the personal data. The informal textual 



 

 

 

10 

 

descriptions inform of the functionalities of the application and they are usually 
available in the app stores. Privacy policies inform of the practices of the Data 
Controller and the rights of the user in a detailed manner. The warnings/notifications 
inform the user of the intent of the application to access sensitive data, requesting their 
permission: 

These channels have different recipients and purposes 

• Textual descriptions: Textual descriptions describe the functionality of the 
application and on occasion also include information with respect to the 
processing of personal data. These descriptions are written by the providers 
of the applications and published in the stores, seeking to attract the 
attention of final users. Descriptions are written in easy-to-understand 
language as recipients of this channel are the users, who decide whether or 
not to install an application and then read the description and assess whether 
or not they meet the expectations. According to [1] the textual descriptions 
have greater presence than the warnings and privacy policies, however, as 
the same study showed, not all descriptions include information with respect 
to personal data. For example, less than 30% of the textual descriptions 
inform in relation to the use of geo-localisation.   

• Privacy Policy: Privacy Policies are documents, usually rather extensive, that 
describe the practices of the Data Controller and the rights of users in relation 
to the processing of personal data. In practice they have legal purposes and 
must include all the information in accordance with the regulation, in 
particular the GDPR and the Spanish LOPDGDD. They are usually presented 
via a link which the user can visit before installing the application. Even 
though they present the user with detailed information, prior studies present 
empirical evidence9 that demonstrate that they are very complex to 
understand, using technical and legal terms that are complicated for users, 
and are usually ignored [2].  Despite this not being the purpose of privacy 
policies, they often seem to be more geared towards demonstrating 
compliance with legal requirements before regulatory authorities, rather than 
being geared towards the final users. The AEPD has published ten golden 
rules that serve as a guide for the correct preparation of Privacy policies and a 
Guide for compliance with the duty to inform under the framework set out in 
the GDPR, the latter considering the possibility of providing the user or data 
subject with the necessary information in layers, detailing the necessary 
information to meet the requirements of the GDPR. 

• Warnings/notifications: Warnings or notifications are dialogue boxes which 
include short texts to inform the users of the processing of resources/data 
that may be sensitive to their privacy. For example, access to geo-localisation 
requires the explicit consent of the user. Even though privacy warnings are 
the most direct channel of information, there still exist aspects of usability 
that should be improved [3].  

IV. DATA FLOW DETECTION TECHNIQUES  

There are three main groups of data flow detection and characterisation techniques 
for software programs: static analysis of the program, dynamic analysis of the process 

                                                 
9 For example, this study [4] shows that only 20% of users admit to having ready a privacy policy. 

https://www.aepd.es/media/estudios/informe-politicas-de-privacidad-adaptacion-RGPD.pdf
https://www.aepd.es/media/guias/guia-modelo-clausula-informativa.pdf
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in execution and communications analysis. Some consider communication analysis to 
be part of dynamic analysis as it requires the execution of the program. 

Static analysis takes the source code as the entry or intermediate point of a program, 
examines it without running it and makes an approximation of “all” the possible flows 
of the execution or the set of possible values calculated in different points of the 
program. On the other hand, dynamic analysis allows for the behaviour of the 
application of the program to be analysed in-running. This is achieved by generating a 
finite set of events that stimulate the program, capture and store the registries 
generated and, based on them, makes an assessment of the properties of interest. The 
analysis of the communications puts the focus on communications made, analysing 
both the metadata (e.g. Recipients) and the data transmitted. 

These techniques are used for the detection of data leaks and have different 
characteristics in terms of completeness10 and soundness11. On the one hand the main 
advantage of static analysis is the completeness with respect to the flows detected, 
given that, theoretically, it is capable of detecting all of them (high completeness). 
Nevertheless, the main disadvantage is that it is not required and may generate false 
positives (low soundness). For example, this may be because there are instructions that 
are never executed. On the other hand, the main advantages of dynamic analysis is the 
low rate of false positives (high soundness) given that the analysis is not based on 
execution flows inferred but on flows that, effectively, are occurring. Nevertheless, 
dynamic analysis could lead to false negatives if, for any reason, all the possible flows 
are not executed (low completeness). Dynamic analysis, therefore, can only offer an 
indication of the lower limit of the leaks. 

This imbalance between completeness and precision of static and dynamic analysis 
techniques has been identified quite clearly in the literature, which is why it is useful to 
carry out analysis using approaches that combine both techniques.  

Below we describe the main techniques for static and dynamic analysis, together 
with some tools that allow for application on Android platforms. 

STATIC ANALYSIS TECHNIQUES FOR CODE  

Static analysis studies the code of the program to identify the sources and exit points 
of personal data, and infer all the possible ways to execute the flows of these data, 
building models of the state of the program and determining all the possible states. Due 
to the fact that there are multiple possibilities of execution, it has been decided to build 
an approximate model of the states of the program. The consequence of having an 
approximate model is the loss of information and precision in the analysis but with the 
advantage that the results are generalizable, because the built model represents a 
description of the software behaviour, regardless of the entries and the context in which 
it is run.  

                                                 
10 Completeness, in our context, refers to the extent to which, theoretically, all of the potential flows/leaks 

are detected (that is, there are no false negatives). Although in the effort, false positives can be generated. 

11 Soundness, in our context, refers to the extent to which all the potential leaks detected are true leaks 

(that is, there are no false positive). Although in the effort, false positives can be generated. 



 

 

 

12 

 

Identification of sources and exit points 

In this context, the sources of personal information are those channels within the 
developer’s reach for access to personal data, while exit points of personal data are 
those channels through which personal data may filter beyond the domain of the 
application. For example, in an application that accesses the list of contacts of a mobile 
phone, sending it to an external server, the source is the fragment of the code that reads 
the list of contacts and the exit point is the fragment of code that sends the list to the 
server. The effectiveness of static analysis is significantly determined by the complexity 
of the list of sources and exit points identified, given that, for example, each source or 
exit point not identified could lead to a false negative (would not be considered in the 
analysis). 

There are various alternatives to identify the sources and exit points included in the 
code of a program, the most interesting being: 

• Permission analysis: On Android, calls to API methods are the main 
mechanism through which an application accesses the resources that can be 
considered sources or exit points. If the resource is considered sensitive, then 
it requires the user's permission and must be declared in the MANIFEST.xml 
file. For example, if an application needs to obtain the geo-localisation data of 
the mobile device, it needs the ACCESS_FINE_LOCATION or 
ACCESS_COARSE_LOCATION permission and if it needs to send an SMS it 
needs the SEND_SMS permission. At present there are various sets of data 
and tools that provide the correspondence between permissions and the 
methods that require them. Thus, once the requested permissions are known 
by an application, it can determine that Android API methods require these 
permissions and attempt to locate them in the application code. However, 
this technique presents difficulties, because: 

1. The Android API updates periodically, leaving the existing 
correspondences obsolete, and  

2. Data exist that, together with others, can be privacy-sensitive and not 
require access permission.  

• Use of machine learning: This approach uses machine learning techniques to 
identify other similar methods based on an initial list of sources and exit 
points. The main advantage is that it can cover a greater range of sources and 
exit points as it is not focused only on those that require permission. 
Moreover, it may be extended to cover new versions of Android. 

Identification tools for sources and exit points. 

Below is a non-exhaustive list of some of the tools available: 

• PScout 

PScout [4] generates a correspondence between the calls to Android API and the 
permissions in three phases: identification of APK permissions, generation of graphs of 
calls and scope analysis. It is based on the assumption that most methods that provide 
access to sensitive information are protected by permissions. Nevertheless one must 
remember that privacy-sensitive resources that can be accessed without permission do 
indeed exist. 
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• AndroidLeaks 

AndroidLeaks [5] presents another approach to identify sources and exit points 
through Android permissions and is very similar to PScout. While this approach is easy 
to implement for the sources, it is more complicated for exit points, which is why, 
ultimately, AndroidLeaks resorts to a manually prepared list of exit points. 

• Susi 

This tool [6] uses machine learning to identify sources and exit points. What’s more, 
it also classifies the methods into a number of categories according to the type of 
sensitive information they handle and the way they transmit it. After categorisation, the 
fact that all categories contain more than one method shows that there is often more 
than one way to recover a specific piece of data, and that there are multiple forms of 
transmission. 

• Merlin 

Merlin [7] uses machine learning to find unidentified sources and exit points. 
According to the original document, Merlin’s rate of false positives is 6% for sources and 
26% for exit points. This approach, however, can only identify those sources and exit 
points that are used in at least one of the applications of the analysis set, overlooking 
less commonly used methods.  

Static analysis of information flow 

Once the potential sources and exit points are identified, the objective of the next 
step is to detect, using static analysis of information flow, which of these are 
“connected”. That is, to determine whether the personal data obtained from a source 
reaches an exit point, producing a real leak.   

The main static analysis techniques include: 

• Control flow analysis: The program is modelled on a control flow graph (CFG), 
where each node represents a basic block of code (sentence of instruction) 
and each link between them indicates possible control flow between two 
nodes. The objective is to find all the theoretical routes of the execution of a 
program. 

• Data flow analysis: It allows for the set of possible values that a program 
manages at a determined point of execution (data flow graph or DFG). This 
technique is based on control flow analysis, given that to determine the value 
of the variables at a specific point it needs to be certain of the order of the 
operations executed by the program (that is, its control flow graph). On the 
other hand, the effectiveness of control flow analysis will increase insofar as it 
knows the values of the variables to a certainty, seen as the result of the 
control sentences depends on them.  

• Taint analysis: This is a special type of data flow analysis that monitors the 
information over the route of the execution of the program. The data of 
interest are marked with a symbol (commonly called a tag or stain) in the 
source and it is propagated through the execution routes of the program, to 
see if it emerges at any of the exit points. That means that if, in addition to 
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associating levels of privacy sensitivity both to the sources and the exit 
points, we can detect whether private information can reach public or 
undesired places. Annotations to the code are normally required to indicate 
the variables to be tagged. 

Flow analysis tools 

Just as in the case of the tools for static analysis, below is a non-exhaustive list of 
tools: 

• Soot 

Soot [8] generates intermediate code for Java code and executable Android code. 
This intermediate code has been specifically created to facilitate static analysis of the 
code, therefore it allows for a wide range operations to be carried out (e.g. the creation 
of call graphs). 

• FlowDroid 

FlowDroid [10] is an open source tool for static analysis of Android applications (and 
also Java), specifically for taint analysis. Flowdroid reduces the program to an 
intermediate representation that models the life cycle of the components of Android 
applications. Flowdroid can only detect intra-process data flows. 

• Epicc 

Epicc [11] complements Flowdroid through intra-process flow detection. 

 

• DidFail 

DidFail [12] combines FlowDroid and Epicc to sweep the data flows of a set of 
applications both between components and within each component. DidFail has two 
phases of analysis: first to determine the data flow of each application and the 
conditions under which they are possible; two, based on the results in the first phase, 
list the potentially dangerous flows activated by the applications as a set. 

• IccTa 

IccTA [13] carries out single-phase analysis. It is more accurate than DidFail because 
it is more sensitive to context and makes fewer overestimations of tagged data that 
reach exit points. IccTA and DidFail are very similar and were developed 
simultaneously, but are independent projects. 

• CHEX 

CHEX [14] detects the vulnerabilities in the information flow between components.  

• LeakMiner 

Similar to Flowdroid, Leakminer [15] is based on Soot for the call graph generation 
and implements the life cycle of Android components. Even though this tool can 
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analyse an application in a couple of minutes, the analysis is not sensitive to the 
context, which can lead to a high rate of false positives.  

• AndroidLeaks 

AndroidLeaks [5] performs taint analysis. However, it is not very accurate in the 
analysis given that it does not refine its sensitivity when it comes to tainting sensitive 
data, leading to a high number of false positives. 

• ScanDroid 

ScanDroid [16] focuses on flow analysis between components and the flow of 
information between applications, which lays down the challenge of relating the 
components with their respective recipients in other applications.  

• DroidSafe 

DroidSafe [17] is a tool that allows for static analysis of data flows of Android 
applications. What is worth highlighting here is that it shows a higher rate of detection 
in comparison to previous tools, based on the BenchDroid test bench.  

• JoDroid 

JoDroid [18] is an extension of the analysis tool JOANA to support analysis of Android 
applications, using data flow and control flow analysis techniques. The analysis starts 
with annotations in the source code of the application. 

DYNAMIC ANALYSIS TECHNIQUES 

Dynamic analysis techniques allow for the behaviour of the application of the 
program to be analysed while it is running. This is achieved by generating a finite set of 
events that stimulate the program, inspecting its behaviour during execution and 
storing the necessary registries for analysis and assessment. The following significant 
categories can be distinguished for our purposes. 

• Taint analysis: This technique stains/tags the data that come from different 
sources and transitively applies tags which are then propagated over the 
course of the application variables, files and messages between processes. 
When the tagged data are transmitted outside the domain of the application 
(e.g. are sent by Internet), these data are registered alongside other 
information of interest, such as the destination of the data. The leading 
dynamic taint analysis tool is TaintDroid [19] which performs tagging at 
variable, method, message and file level. The main advantage of this 
approach is its consistency in detecting data leaks. However, it has the 
following disadvantages: it is vulnerable to flow control attacks (applications 
that use implicit flows to filter information), therefore it can increase the 
number of false positives; it requires considerable time to analyse an 
application and therefore is not suitable for assessing applications on a large 
scale. Finally, given that it needs to modify the operating system, there may 
be some incompatible applications.  

• Monitoring access to personal data resources. This technique 
instrumentalizes the Android operating system to allow real time monitoring 
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of applications’ access to resources relating to aspects of privacy. 
Applications are not modified, thus a mobile device with an operating system 
instrumented for monitoring any extension can be used. For example all the 
source/access point methods that access sensitive resources can be 
instrumented so that every time an application accesses these resources, 
registries are saved for subsequent analysis. The main advantages of this 
approach lie in that (1) it is not necessary to modify applications to assess and 
(2) it allows for the detection of source/exit point methods that really access 
sensitive resources. On the other hand, the main inconvenience is that it 
needs considerable time to analyse an application, making it unsuitable for 
analysing applications on a large scale. 

Event generation techniques 

Given that dynamic analysis is based on the real running of the application, the 
interaction between the user and the application, or the simulation thereof, is essential. 
This interaction is achieved through the manipulation (real or otherwise) of said 
applications, which is why both manual and automatic approaches exist.  

• Manual: Within the manual techniques there exist two options: (1) a user uses 
the application to assess and record the use to play it back or (2) employ a 
group of people to use and record that use of the application. The first can be 
carried out using the Selendroid [19] tool. The second can be carried out using 
crowdsourcing but requires acquiring and configuring the devices with the 
applications of interest. 

• Automatic: Automatic techniques are primarily based on the generation of 
(pseudo) random events that emulate the interaction of a user with the 
application. The development platform for Android already has a program 
called Exerciser Monkey [20] which performs this function. The application 
allows for certain control over the events that are generated and it is possible 
to replicate them as it uses a pseudo-random algorithm. Nevertheless it has 
the inconvenience that the events generated by this tool differ to certain 
extent from the real interaction events that a human would carry out. 

The manual approaches should only be considered where the number of 
applications to analyse is relatively low. On the contrary, costs are higher, both in terms 
of resources and in comparison to automatic execution and pseudo-random execution. 
When the number of applications to be analysed is higher, the benefits of both 
crowdsourcing and the random execution are higher than recorded manual execution, 
so the decision should be between those two. 

Moreover, the manual techniques are more efficient when it comes to approximating 
the real behaviour of a user, manipulating the application, but they are not very 
scalable. On the other hand, automatic techniques are scalable, but at the same time 
they are capable of generating fewer real activity events as the actions are performed in 
a pseudo-random manner. 

TRAFFIC ANALYSIS TECHNIQUES   

Traffic analysis techniques allow for the communications executed by an application 
to be examined in order to determine whether any type of personal information has 
been transmitted therein and the characteristics of such transmission (recipient, 
location in the world, etc.). For traffic analysis, four phases will be necessary: the 
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generation of events in the applications to assess what generates traffic, the 
interception of this traffic and its decryption where necessary and analysis, per se, of 
the information that is being transmitted. While the event generation techniques were 
already described in a previous section, the techniques for the three remaining phases 
are described in the following subsections. 

Traffic interception techniques 

 Shows two traffic interception techniques commonly used in the context of mobile 
application together with the parameter of interest evaluated. These are described in 
more detail in the following sections. 

 

Technique Extendible Extra infrastructure Latency increase 

VPN No No No 

Proxy Yes Yes Yes 

Table 1. Traffic interception techniques 

A VPN (Virtual Private Network) allows for the creation of a private network over a 
public network by establishing virtual tunnels in establishing the connections [21]. For 
the use of VPN on Android, an API is offered which allows for the capture of traffic at IP 
level [21] [22].  

When establishing a VPN on the mobile device it is not necessary to display extra 
infrastructure nor configure a network or mobile device so that traffic is captured, 
therefore it will not necessarily lead to an associated increase of latency. Nevertheless, 
there is the inconvenience that it is not extendible, as the implementation of the VPN 
will depend on the mobile device and, specifically, on the API that Android offers. 

A proxy is a system that functions as an intermediary between two other systems on 
a network, receiving the packages sent from the origin and retransmitting them to the 
destination. The implementation of a proxy is independent of the mobile device which 
is connected to the network, although it is necessary to configure the network or the 
mobile device in such a manner that all traffic flows through the proxy. It will also lead 
to an increase in the latency of the connections. 

On the other hand, given that the implementation of the proxy is independent of the 
mobile device, this is a solution that is very extendible to mobile devices with versions 
of Android that are also different. To intercept traffic from another mobile device, it is 
only necessary to ensure that they traffic flows through a proxy without implementing 
the implementation. 

Traffic decryption techniques 

 shows the techniques used to decrypt traffic, indicating qualitatively the difficulty of 
implementation and the feasibility of implementing it. 

 

Technique Difficulty Availability 
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Faking certificates Easy 4 < Android < 7 

DH_anon interception Medium Improbable 

APK editing Difficult Yes 

Table 2. Traffic decryption techniques 

The simplest way to intercept encrypted traffic (TLS/SSL) is by faking certificates. 
Specifically, a root certificate is installed by an own Certification Authority (CA) on the 
mobile device that operates as a client so that when a false certificate is received from 
the client so that when a fake certificate is received from the Proxy or VPN, it trusts it 
[21] [23] [24]. 

This will function provided no used is made of a technique called certificate planning 
[24], in which the application does not trust all the certification authorities [whose root 
certificates are installed on the mobile device], but that it preselects one or a specific 
set of them. From Android 7 on, the standard configuration of applications has 
employed certificate pinning [25] [26]. 

Another way of intercepting TLS/SSL is to modify the start of the agreement or 
handshake between the client and the server so that it uses the technique known as 
DH_anon for the keys agreement that will be used in the communication. This method 
is vulnerable to attack from a Man in the Middle as it does not authenticate the server 
[27], but it is usually deactivated by default in most TLS clients. 

One way of overcoming certificate pinning is APK editing, so that our CA is one of 
those preselected to trust [28] [29]. This method is very effective, as the developer has 
no possible defence against the modification of the code, but it is significantly more 
complex than the previous solutions. 

Information analysis techniques 

It is possible to distinguish between three principal categories of data that can be 
obtained through the capture and analysis of traffic. These categories correspond more 
or less to the location of the packet in which the data are to be transmitted. These 
categories are: information on the domain or IP address (Internet Protocol) to which the 
request is sent, information in the headers of the packet and information in the body of 
the packet. 

The domain to which the request is addressed does not usually provide excessive 
information, but can give clues as to the behaviour of the application, especially in 
terms of its privacy. Certain domains correspond to advertising companies or trackers, 
which would imply that a request to one or more domains corresponds to a certain 
degree of vulnerability of the user’s privacy.  For an analysis of this environment, see 
reference [23]. 

The HTTP headers are also an element through which it is possible to transfer user 
information and therefore it is necessary to analyse them. An example might include 
cookies that allow for sweeping a user through various domains. 

Finally, most information transmitted will be sent through the body of HTTP 
requests, understanding that the queries of GET requests are parallel to the body in the 
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PUT and POST requests. This way, it is possible to transmit a large quantity of data, and 
very varied characteristics. 

It is possible to send multimedia information, sets of codified bytes of multiple forms 
or any information of the mobile device that can be represented in plain text. Each of 
these three subcategories presents its own difficulties for detection and analysis. 

The multimedia information is detected seeking headers and magic numbers 
corresponding to known audio, video and image codifications. This technique can 
produce false negatives in the event that the coding used has not been contemplated, 
does not contain a magic number or recognisable header or if the packet has been 
sliced in suitable way [24]. 

The information sent in plain text is the easiest to detect and analyse. Where we have 
the information the sources of the app are capable of accessing it is easy to search for 
that information in the body of each request.  

Also, sending that information as byte sets can cause major complications for 
analysis. On the one hand, those data can be encrypted or coded but on the other hand 
there is no reference as to what those data might mean. 

Tools 

Table 3 shows a summary of the most important tools that implement one or several 
of the techniques described in the previous subsections.  

 

Tool VPN Proxy Own 

CA 

DH_anon APK 

editing 

TCP stack 

reset 

TLS 

interception 

Android 

VPN 

Yes No IN IN No Yes IN 

Mitmproxy No Yes Yes IN No No Yes 

Tcpdump No Yes No No No Yes No 

Ssldump No Yes Yes IN No Yes Yes 

Meddle Yes No - - - - - 

WireShark No - - - No No No 

Frida No No No No Yes - - 

Apktool No No No No Yes - - 

Table 3. Traffic analysis tools (IN = Implementation Needed) 

• AndroidVPN is the most widely used solution for different traffic analysis 
applications for Android mobile phones [21] [22] [23] [24] [30]. It is necessary 
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to install a root certificate issued by an own CA on the mobile device so that it 
trusts the VPN. All applications developed for API 24 level (Android 7) will not 
trust the certificate unless it modifies the application of the set of standard 
Android certificates [25] [26]. 

This tool does have a number of inconvenient features however. 1) it is not 
extendible for mobile devices that run on a system other than Android; 2) it is 
executed in the user's mobile device, preventing it from using other VPNs and 
consuming the battery; 3) it is not very stable as it depends fundamentally on 
Android, which could terminate the underlying process, and; 4) it is necessary 
to reset the HTTP/TCP protocol stack and the packets delivered to the VPN 
are layer 3 [31]. 

It also has a series of advantages. 1) If trust in the certificate is not a problem, 
it is very easy to use 2) Requires no complication with extra infrastructure as it 
runs on the mobile device itself 3) Ensures that all traffic from the mobile 
device is captured.  

• Mitmproxy is a mature and extendible HTTP and HTTPS traffic interception 
tool. [32]. It is necessary to install an own CA root certificate on the mobile 
device so that it trusts the VPN. All applications developed for API 24 level 
(Android 7) will not trust the certificate unless it modifies the application of 
the set of standard Android certificates [25] [26]. 

There is the inconvenience that, as a proxy external from the mobile device, it 
is necessary to design a network that ensures that all mobile traffic passes 
through the proxy [34]. On the other hand, it has a series of advantages: 1) if 
trust in the certificate is not a problem it is very easy to use; 2) it is not 
necessary to reset the HTTP/TCP battery, and; 3) it allows for the separation 
of the mobile interception device, which is why it doesn’t depend on the first 
system. 

• Tcpdump is a tool widely used for analysing system packets [35]. It does not 
allow for the decryption of HTTPS traffic which is why the process must be 
carried out using other mechanisms. Its main advantage is the extensive use 
of the tools and, therefore, the extensive existing documentation.  

Nevertheless, there are a number of drawbacks: 1) it is necessary to design a 
network to ensure that all the mobile traffic passes through the proxy and 2) it 
is necessary to resent the HTTP/TCP stack as the packets delivered are layer 
3. 

• Ssldump [36] is a sister tool to tcpdump. The main difference is that it does 
allow the decryption of TLS/SSL traffic but it also needs the client to accept 
the certificate, much like the first two tools. 

• WireShark is a popular [37] traffic analyser with a graphic interface that can 
be used to capture live traffic or anlayse the reuslt of a previous capture 
stored in a PCAP file [37]. The advantages and disadvantages are similar to 
tcpdump, with the difference that it is not necessary to reset the TCP stack 
and adding the use of a GUI, making it more complicated to automate. 

• Meddle is a VPN for Android that is primarily focussed on use with the 
application ReCon. It is not available for use in applications developed for 
people external to ReCon [38]. In terms of advantages and inconveniences it 
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is similar to AndroidVPN with the exception that it is not necessary to reset 
the TCP/HTTP stack. 

• Frida is a tool that allows for the code to be injected into applications for a 
greater variety of operating systems. It could be used specifically to overcome 
the pinning of certificates that implement some of the applications [39]. 

For applications developed for API 21 or higher it will not be necessary to use 
Frida as, in theory, modifying the application's MANIFEST.xml file could be 
exceeded without any problems. For other applications it could be necessary 
to use Frida, when the pinning of certificates is implemented directly in the 
application. 

• Apktool is a dismantling tool for Android applications [40] that follows the 
APK packaging. It is very useful to decompile an application and be able to 
modify it or analyse its code. It can be used in conjunction with Frida. 

V. CONCLUSIONS  

This study shows the existence of a large number of possible personal data flows in 
mobile applications, which implies a potentially high risk of communication to third 
parties of personal data without the knowledge of the user themselves or the owner of 
the data (the data subject). This is possible due to the high availability of sensors 
incorporated into devices and the high number of unique identifiers that are intrinsic to 
the device itself, that facilitate the collection of personal data attributable to the user of 
the mobile device. Moreover, the great capacity for connectivity of mobile devices and 
the large variety of agents that intervene in the mobile application environment only 
serve to increase this risk. 

Developers of mobile applications, the managers that subcontract development and 
distributors or app repositories have a duty or proactive responsibility, as set out in the 
GDPR, to ensure that their products and services comply with the personal data 
protection levels established in the regulation. Therefore, they must carry out analysis 
and/or audits using tools and methodologies such as those presented in this study to 
determined that the apps made available to users are in line with the privacy policies, 
and any other information provided through the textual descriptions, warnings and 
notifications with the adequate guarantees required by the GDPR and the regulations 
adapting Spanish Law to the GDPR, as in the case of the LOPDGDD12. 

There are a plethora of techniques and tools that can be employed to determine 
whether an application collects and transmits personal data. As the study shows, it is 
necessary to combine the results of all of these tools for effective analysis. 

The potential personal data flows detected through static analysis techniques 
should be confirmed with dynamic analysis tools that allows for the interception and 
analysis of real traffic of the app. Both the static analysis tools and dynamic analysis 
tools analysed are freely available to any user. 

As an identification tool for sources and exit points, the conclusion is [41] that Susi is 
capable of locating not only all the sources and exit point found by other tools, but also 
finding other new ones that had been previously overlooked. The flow analysis tool 

                                                 
12 Organic Law 3/2018, of 5 December, on Personal Data Protection and the guarantee of digital rights 
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Soot allows for a call graph of the applications to be obtained while FlowDroid can 
detect the connections between the sources and the exit points 

For investigations for which manual execution is not the optimal option, we can use 
Exerciser Monkey, which allows for the execution of pseudorandom executions. Other 
research has also shown the efficiency of crowdsourcing in terms of the capacity to 
analyse a large number of different applications on different devices and used by real 
users. 

In terms of intercepting traffic, the use of a proxy gives the advantage of physically 
separating the execution phase and the interception phase, making it possible to user 
other security tools outside the mobile environment. 
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